**First 7 slip solutions**

**Slip 1:**

Q.1) Python program that demonstrates the hill climbing algorithm to find the maximum of a mathematical function.(For example f(x) = -x^2 + 4x)

import numpy as np

def objective\_function(x):

"""

The objective function to maximize.

"""

return -x\*\*2 + 4\*x

def hill\_climbing(initial\_x, step\_size, num\_steps):

"""

Hill climbing algorithm to find the maximum of a function.

"""

current\_x = initial\_x

for step in range(num\_steps):

current\_value = objective\_function(current\_x)

next\_x = current\_x + step\_size

next\_value = objective\_function(next\_x)

if next\_value > current\_value:

current\_x = next\_x

return current\_x, objective\_function(current\_x)

# Set initial parameters

initial\_x = 0.0

step\_size = 0.1

num\_steps = 100

# Run the hill climbing algorithm

result\_x, result\_value = hill\_climbing(initial\_x, step\_size, num\_steps)

# Print the results

print(f"Maximum found at x = {result\_x}")

print(f"Maximum value is {result\_value}")

**Output:**

Maximum found at x = 2.0000000000000004

Maximum value is 4.0

2) ) Write a Python program to implement Depth First Search algorithm. Refer the following graph as an Input for the program. [Initial node=1,Goal node=8]
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def dfs(graph, start, goal):

stack = [start]

visited = []

print('The path traversed is:')

while stack:

# Pop from stack to set current element

element = stack.pop()

print(element, end=" ")

if element == goal:

print("\nGoal found!")

return True

if element not in visited:

visited.append(element)

for neighbor in graph[element]:

if neighbor not in visited:

stack.append(neighbor)

print("\nGoal not found.")

return False

# A dictionary representing the illustrated graph

graph = {

'1': ['2', '3'],

'2': ['1', '4', '5'],

'3': ['1', '6', '7'],

'4': ['2', '8'],

'5': ['2', '8'],

'6': ['3', '8'],

'7': ['3', '8'],

'8': ['4', '5', '6', '7']

}

start = '1'

goal = '8'

# Call the DFS function

dfs(graph, start, goal)

**Output:**

The path traversed is:

1 3 7 8

**Slip 2:**

**Q1:** Q.1) Write a python program to generate Calendar for the given month and year?. [ 10 Marks]

**import calendar**

**def generate\_calendar(year, month):**

**# Create a TextCalendar instance**

**cal = calendar.TextCalendar(calendar.SUNDAY)**

**# Generate the calendar for the given month and year**

**calendar\_text = cal.formatmonth(year, month)**

**# Print the calendar**

**print(calendar\_text)**

**# Get user input for the year and month**

**year = int(input("Enter the year: "))**

**month = int(input("Enter the month (1-12): "))**

**# Generate and print the calendar**

**generate\_calendar(year, month)**
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# DFS algorithm in Python

class Graph:

def \_\_init\_\_(self):

self.graph = {}

def add\_edge(self, start, end):

if start not in self.graph:

self.graph[start] = []

self.graph[start].append(end)

def dfs(graph, current, goal, path=[]):

path = path + [current]

if current == goal:

return path

if current not in graph:

return None

for neighbor in graph[current]:

if neighbor not in path:

new\_path = dfs(graph, neighbor, goal, path)

if new\_path:

return new\_path

return None

# Example Usage:

# Create a directed graph and add edges

g = Graph()

g.add\_edge('1', '2')

g.add\_edge('1', '3')

g.add\_edge('2', '4')

g.add\_edge('3', '2')

g.add\_edge('4', '5')

g.add\_edge('4', '6')

g.add\_edge('5', '3')

g.add\_edge('5', '7')

g.add\_edge('7', '6')

# Perform DFS from node '1' to '7'

initial\_node = '1'

goal\_node = '7'

result\_path = dfs(g.graph, initial\_node, goal\_node)

# Display the result

if result\_path:

print(f"Path from {initial\_node} to {goal\_node}: {result\_path}")

else:

print(f"No path found from {initial\_node} to {goal\_node}")

Output:

Path from 1 to 7: ['1', '2', '4', '5', '7']

**Slip 3:**

Q.1) Write a python program to remove punctuations from the given string? .[ 10 marks ]

import string

def remove\_punctuation(input\_string):

# Create a translation table with None for all punctuation characters

translator = str.maketrans("", "", string.punctuation)

# Use the translation table to remove punctuations from the input string

result\_string = input\_string.translate(translator)

return result\_string

# Example Usage:

input\_string = "Hello, world! This is an example string with punctuations!!!"

result = remove\_punctuation(input\_string)

print("Original String:")

print(input\_string)

print("\nString after removing punctuations:")

print(result)

**Output:**

Original String:

Hello, world! This is an example string with punctuations!!!

String after removing punctuations:

Hello world This is an example string with punctuations
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# DFS algorithm in Python

class Graph:

def \_\_init\_\_(self):

self.graph = {}

def add\_edge(self, node1, node2):

# Add edges for an undirected graph

if node1 not in self.graph:

self.graph[node1] = []

if node2 not in self.graph:

self.graph[node2] = []

self.graph[node1].append(node2)

self.graph[node2].append(node1)

def dfs(graph, current, goal, path=[]):

path = path + [current]

if current == goal:

return path

if current not in graph:

return None

for neighbor in graph[current]:

if neighbor not in path:

new\_path = dfs(graph, neighbor, goal, path)

if new\_path:

return new\_path

return None

# Example Usage:

# Create an undirected graph and add edges

g = Graph()

g.add\_edge('1', '2')

g.add\_edge('1', '3')

g.add\_edge('1', '4')

g.add\_edge('2', '1')

g.add\_edge('2', '4')

g.add\_edge('2', '5')

g.add\_edge('3', '1')

g.add\_edge('3', '4')

g.add\_edge('4', '2')

g.add\_edge('4', '7')

g.add\_edge('5', '2')

g.add\_edge('5', '6')

g.add\_edge('5', '7')

g.add\_edge('6', '5')

g.add\_edge('6', '7')

g.add\_edge('7', '4')

g.add\_edge('7', '5')

g.add\_edge('7', '6')

# Perform DFS from node '2' to '7'

initial\_node = '2'

goal\_node = '7'

result\_path = dfs(g.graph, initial\_node, goal\_node)

# Display the result

if result\_path:

print(f"Path from {initial\_node} to {goal\_node}: {result\_path}")

else:

print(f"No path found from {initial\_node} to {goal\_node}")

**Output:**

Path from 2 to 7: ['2', '1', '3', '4', '7']

**Slip 4:**

Q.1) Write a program to implement Hangman game using python. [10 Marks]

Description: Hangman is a classic word-guessing game. The user should guess the word correctly by entering alphabets of the user choice. The Program will get input as single alphabet from the user and it will matchmaking with the alphabets in the original

import random

def choose\_word():

word\_list = ["python", "hangman", "programming", "computer", "algorithm", "code"]

return random.choice(word\_list)

def display\_word(word, guessed\_letters):

display = ""

for letter in word:

if letter in guessed\_letters:

display += letter

else:

display += "\_"

return display

def hangman():

word\_to\_guess = choose\_word()

guessed\_letters = []

max\_attempts = 6

attempts = 0

print("Welcome to Hangman!")

while True:

current\_display = display\_word(word\_to\_guess, guessed\_letters)

print("\nCurrent Word:", current\_display)

if current\_display == word\_to\_guess:

print("Congratulations! You guessed the word:", word\_to\_guess)

break

guess = input("Guess a letter: ").lower()

if guess in guessed\_letters:

print("You already guessed that letter. Try again.")

continue

guessed\_letters.append(guess)

if guess not in word\_to\_guess:

attempts += 1

print(f"Wrong guess! Attempts left: {max\_attempts - attempts}")

if attempts == max\_attempts:

print("Sorry, you ran out of attempts. The correct word was:", word\_to\_guess)

break

if "\_" not in display\_word(word\_to\_guess, guessed\_letters):

print("Congratulations! You guessed the word:", word\_to\_guess)

break

if \_\_name\_\_ == "\_\_main\_\_":

hangman()
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#BFS using python

from collections import deque

class Graph:

def \_\_init\_\_(self):

self.graph = {}

def add\_edge(self, node1, node2):

# Add edges for an undirected graph

if node1 not in self.graph:

self.graph[node1] = []

if node2 not in self.graph:

self.graph[node2] = []

self.graph[node1].append(node2)

self.graph[node2].append(node1)

def bfs(graph, start, goal):

queue = deque([(start, [start])])

visited = set()

while queue:

current, path = queue.popleft()

if current == goal:

return path

if current not in visited:

visited.add(current)

for neighbor in graph[current]:

if neighbor not in visited:

queue.append((neighbor, path + [neighbor]))

return None

# Example Usage:

# Create an undirected graph and add edges

g = Graph()

g.add\_edge('1', '2')

g.add\_edge('1', '3')

g.add\_edge('2', '4')

g.add\_edge('2', '5')

g.add\_edge('3', '6')

g.add\_edge('3', '7')

g.add\_edge('4', '8')

g.add\_edge('5', '8')

g.add\_edge('6', '8')

g.add\_edge('7', '8')

# Perform BFS from node '1' to '8'

initial\_node = '1'

goal\_node = '8'

result\_path = bfs(g.graph, initial\_node, goal\_node)

# Display the result

if result\_path:

print(f"Path from {initial\_node} to {goal\_node}: {result\_path}")

else:

print(f"No path found from {initial\_node} to {goal\_node}")

**Output:**

Path from 1 to 8: ['1', '2', '4', '8']

**Slip 5:**

Q.1) Write a python program to implement Lemmatization using NLTK [ 10 Marks ]

To perform lemmatization using NLTK (Natural Language Toolkit) in Python, you'll need to install the NLTK library first. You can install it using:

pip install nltk

After installing NLTK, you can use the following Python program to implement lemmatization:

import nltk

from nltk.stem import WordNetLemmatizer

from nltk.tokenize import word\_tokenize

from nltk.corpus import wordnet

nltk.download('punkt')

nltk.download('wordnet')

def get\_wordnet\_pos(tag):

if tag.startswith('N'):

return wordnet.NOUN

elif tag.startswith('V'):

return wordnet.VERB

elif tag.startswith('R'):

return wordnet.ADV

elif tag.startswith('J'):

return wordnet.ADJ

else:

return wordnet.NOUN # Default to noun if the part of speech is not recognized

def lemmatize\_text(text):

lemmatizer = WordNetLemmatizer()

tokens = word\_tokenize(text)

pos\_tags = nltk.pos\_tag(tokens)

lemmatized\_tokens = []

for token, tag in pos\_tags:

pos = get\_wordnet\_pos(tag)

lemmatized\_token = lemmatizer.lemmatize(token, pos=pos)

lemmatized\_tokens.append(lemmatized\_token)

lemmatized\_text = ' '.join(lemmatized\_tokens)

return lemmatized\_text

# Example Usage:

input\_text = "The dogs are barking loudly in the garden."

lemmatized\_result = lemmatize\_text(input\_text)

print("Original Text:")

print(input\_text)

print("\nLemmatized Text:")

print(lemmatized\_result)

**Output:**

Original Text:

The dogs are barking loudly in the garden.

Lemmatized Text:

The dog be bark loudly in the garden .
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from collections import deque

class Graph:

def \_\_init\_\_(self):

self.graph = {}

def add\_edge(self, start, end):

if start not in self.graph:

self.graph[start] = []

self.graph[start].append(end)

def bfs(graph, start, goal):

queue = deque([(start, [start])])

visited = set()

while queue:

current, path = queue.popleft()

if current == goal:

return path

if current not in visited:

visited.add(current)

for neighbor in graph.get(current, []):

if neighbor not in visited:

queue.append((neighbor, path + [neighbor]))

return None

# Example Usage:

# Create a directed graph and add edges

g = Graph()

g.add\_edge('1', '2')

g.add\_edge('1', '4')

g.add\_edge('2', '3')

g.add\_edge('3', '4')

g.add\_edge('3', '5')

g.add\_edge('3', '6')

g.add\_edge('4', '2')

g.add\_edge('5', '7')

g.add\_edge('5', '8')

g.add\_edge('6', '8')

g.add\_edge('7', '8')

# Perform BFS from node '1' to '8'

initial\_node = '1'

goal\_node = '8'

result\_path = bfs(g.graph, initial\_node, goal\_node)

# Display the result

if result\_path:

print(f"Path from {initial\_node} to {goal\_node}: {result\_path}")

else:

print(f"No path found from {initial\_node} to {goal\_node}")

**Output:**

Path from 1 to 8: ['1', '2', '3', '5', '8']

**Slip 6:**

Q.1) Write a python program to remove stop words for a given passage from a text file using NLTK?.

To remove stop words from a given passage in a text file using NLTK (Natural Language Toolkit), you'll need to install the NLTK library first. You can install it using:

pip install nltk

After installing NLTK, you can use the following Python program to remove stop words from a passage in a text file:

import nltk

from nltk.corpus import stopwords

from nltk.tokenize import word\_tokenize

nltk.download('stopwords')

nltk.download('punkt')

def remove\_stop\_words(input\_text):

stop\_words = set(stopwords.words('english'))

words = word\_tokenize(input\_text)

filtered\_words = [word for word in words if word.lower() not in stop\_words]

return ' '.join(filtered\_words)

def process\_file(file\_path):

with open(file\_path, 'r', encoding='utf-8') as file:

passage = file.read()

return remove\_stop\_words(passage)

# Example Usage:

file\_path = 'your\_text\_file.txt' # Replace with the path to your text file

processed\_passage = process\_file(file\_path)

print("Original Passage:")

print(passage)

print("\nPassage after removing stop words:")

print(processed\_passage)
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from collections import deque

class Graph:

def \_\_init\_\_(self):

self.graph = {}

def add\_edge(self, node1, node2):

# Add edges for an undirected graph

if node1 not in self.graph:

self.graph[node1] = []

if node2 not in self.graph:

self.graph[node2] = []

self.graph[node1].append(node2)

self.graph[node2].append(node1)

def bfs(graph, start, goal):

queue = deque([(start, [start])])

visited = set()

while queue:

current, path = queue.popleft()

if current == goal:

return path

if current not in visited:

visited.add(current)

for neighbor in graph[current]:

if neighbor not in visited:

queue.append((neighbor, path + [neighbor]))

return None

# Example Usage:

# Create an undirected graph and add edges

g = Graph()

g.add\_edge('1', '2')

g.add\_edge('1', '3')

g.add\_edge('1', '4')

g.add\_edge('2', '1')

g.add\_edge('2', '4')

g.add\_edge('3', '1')

g.add\_edge('3', '4')

g.add\_edge('4', '1')

g.add\_edge('4', '2')

g.add\_edge('4', '3')

g.add\_edge('5', '2')

g.add\_edge('5', '6')

g.add\_edge('5', '7')

g.add\_edge('6', '5')

g.add\_edge('6', '7')

g.add\_edge('7', '5')

g.add\_edge('7', '6')

g.add\_edge('7', '4')

# Perform BFS from node '1' to '8'

initial\_node = '1'

goal\_node = '8'

result\_path = bfs(g.graph, initial\_node, goal\_node)

# Display the result

if result\_path:

print(f"Path from {initial\_node} to {goal\_node}: {result\_path}")

else:

print(f"No path found from {initial\_node} to {goal\_node}")

**Output:**

No path found from 1 to 8

**Slip 7**

Q.1) Write a python program implement tic-tac-toe using alpha beeta pruning [10 Marks]

**import** random

*# Function to initialize the board*

**def** initialize\_board():

**return** [' ' **for** \_ **in** range(9)] *# A list of 9 spaces*

*# Function to print the board*

**def** print\_board(board):

print("\n")

print(f" {board[0]} | {board[1]} | {board[2]} ")

print("---|---|---")

print(f" {board[3]} | {board[4]} | {board[5]} ")

print("---|---|---")

print(f" {board[6]} | {board[7]} | {board[8]} ")

print("\n")

*# Function to check for a win*

**def** check\_winner(board, player):

win\_conditions **=** [

(0, 1, 2), (3, 4, 5), (6, 7, 8), *# Rows*

(0, 3, 6), (1, 4, 7), (2, 5, 8), *# Columns*

(0, 4, 8), (2, 4, 6) *# Diagonals*

]

**return** any(all(board[i] **==** player **for** i **in** condition) **for** condition **in** win\_conditions)

*# Function to check for a draw*

**def** check\_draw(board):

**return** all(space **!=** ' ' **for** space **in** board)

*# Function to get a list of available moves*

**def** available\_moves(board):

**return** [i **for** i, space **in** enumerate(board) **if** space **==** ' ']

*# Function for the computer's move (random selection)*

**def** computer\_move(board):

move **=** random**.**choice(available\_moves(board))

board[move] **=** 'O'

*# Function for the player's move*

**def** player\_move(board):

**while** **True**:

**try**:

move **=** int(input("Enter your move (1-9): ")) **-** 1

**if** move **in** available\_moves(board):

board[move] **=** 'X'

**break**

**else**:

print("Invalid move. Try again.")

**except** ValueError:

print("Invalid input. Please enter a number between 1 and 9.")

*# Main game loop*

**def** play\_game():

board **=** initialize\_board()

print\_board(board)

**while** **True**:

*# Player's move*

player\_move(board)

print\_board(board)

**if** check\_winner(board, 'X'):

print("Congratulations! You win!")

**break**

**if** check\_draw(board):

print("It's a draw!")

**break**

*# Computer's move*

computer\_move(board)

print\_board(board)

**if** check\_winner(board, 'O'):

print("Computer wins! Better luck next time.")

**break**

**if** check\_draw(board):

print("It's a draw!")

**break**

*# Start the game*

**if** \_\_name\_\_ **==** "\_\_main\_\_":

play\_game()

output:

![](data:image/png;base64,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)

Q.2) Write a Python program to implement Simple Chatbot. [ 20 Marks ]

import random

def simple\_chatbot(user\_input):

greetings = ["hello", "hi", "hey", "greetings", "howdy"]

goodbyes = ["bye", "goodbye", "see you", "farewell"]

questions = ["how are you", "what's your name", "how's the weather", "tell me a joke"]

user\_input = user\_input.lower()

if any(greeting in user\_input for greeting in greetings):

return "Hello! How can I help you?"

elif any(goodbye in user\_input for goodbye in goodbyes):

return "Goodbye! Have a great day."

elif any(question in user\_input for question in questions):

return respond\_to\_question(user\_input)

else:

return "I'm sorry, I didn't understand that. Can you please rephrase?"

def respond\_to\_question(question):

if "how are you" in question:

return "I'm just a chatbot, but I'm doing well. Thanks for asking!"

elif "what's your name" in question:

return "I'm a simple chatbot. You can call me ChatBot."

elif "how's the weather" in question:

return "I'm sorry, I don't have real-time weather information. You can check a weather website."

elif "tell me a joke" in question:

jokes = ["Why did the computer go to therapy? It had too many bytes of emotional baggage!",

"Why don't scientists trust atoms? Because they make up everything!"]

return random.choice(jokes)

else:

return "I'm not sure how to respond to that. Ask me something else!"

def main():

print("Simple Chatbot: Hi there! Ask me anything or just say hello. Type 'exit' to end the conversation.")

while True:

user\_input = input("You: ")

if user\_input.lower() == 'exit':

print("Simple Chatbot: Goodbye!")

break

response = simple\_chatbot(user\_input)

print("Simple Chatbot:", response)

if \_\_name\_\_ == "\_\_main\_\_":

main()

**Output:**

Simple Chatbot: Hi there! Ask me anything or just say hello. Type 'exit' to end the conversation.

You: How are you?

Simple Chatbot: I'm just a chatbot, but I'm doing well. Thanks for asking!

You: What is your name?

Simple Chatbot: I'm sorry, I didn't understand that. Can you please rephrase?

You:

**Slip 8:**

Q.1) Write a Python program to accept a string. Find and print the number of upper case alphabets and lower case alphabets. [ 10 Marks ]

def count\_upper\_lower(input\_string):

upper\_count = 0

lower\_count = 0

for char in input\_string:

if char.isupper():

upper\_count += 1

elif char.islower():

lower\_count += 1

return upper\_count, lower\_count

def main():

user\_input = input("Enter a string: ")

upper\_count, lower\_count = count\_upper\_lower(user\_input)

print(f"Number of uppercase alphabets: {upper\_count}")

print(f"Number of lowercase alphabets: {lower\_count}")

if \_\_name\_\_ == "\_\_main\_\_":

main()

**Output:**

Enter a string: haggjGHJYJ

Number of uppercase alphabets: 5

Number of lowercase alphabets: 5

Q.2) Write a Python program to solve tic-tac-toe problem. [ 20 Marks ]

**import** random

*# Function to initialize the board*

**def** initialize\_board():

**return** [' ' **for** \_ **in** range(9)] *# A list of 9 spaces*

*# Function to print the board*

**def** print\_board(board):

print("\n")

print(f" {board[0]} | {board[1]} | {board[2]} ")

print("---|---|---")

print(f" {board[3]} | {board[4]} | {board[5]} ")

print("---|---|---")

print(f" {board[6]} | {board[7]} | {board[8]} ")

print("\n")

*# Function to check for a win*

**def** check\_winner(board, player):

win\_conditions **=** [

(0, 1, 2), (3, 4, 5), (6, 7, 8), *# Rows*

(0, 3, 6), (1, 4, 7), (2, 5, 8), *# Columns*

(0, 4, 8), (2, 4, 6) *# Diagonals*

]

**return** any(all(board[i] **==** player **for** i **in** condition) **for** condition **in** win\_conditions)

*# Function to check for a draw*

**def** check\_draw(board):

**return** all(space **!=** ' ' **for** space **in** board)

*# Function to get a list of available moves*

**def** available\_moves(board):

**return** [i **for** i, space **in** enumerate(board) **if** space **==** ' ']

*# Function for the computer's move (random selection)*

**def** computer\_move(board):

move **=** random**.**choice(available\_moves(board))

board[move] **=** 'O'

*# Function for the player's move*

**def** player\_move(board):

**while** **True**:

**try**:

move **=** int(input("Enter your move (1-9): ")) **-** 1

**if** move **in** available\_moves(board):

board[move] **=** 'X'

**break**

**else**:

print("Invalid move. Try again.")

**except** ValueError:

print("Invalid input. Please enter a number between 1 and 9.")

*# Main game loop*

**def** play\_game():

board **=** initialize\_board()

print\_board(board)

**while** **True**:

*# Player's move*

player\_move(board)

print\_board(board)

**if** check\_winner(board, 'X'):

print("Congratulations! You win!")

**break**

**if** check\_draw(board):

print("It's a draw!")

**break**

*# Computer's move*

computer\_move(board)

print\_board(board)

**if** check\_winner(board, 'O'):

print("Computer wins! Better luck next time.")

**break**

**if** check\_draw(board):

print("It's a draw!")

**break**

*# Start the game*

**if** \_\_name\_\_ **==** "\_\_main\_\_":

play\_game()

**Output:**

Enter row (0, 1, or 2): 2

Enter column (0, 1, or 2): 2

AI's move:

X

O

**Slip 9:**

Q.1) Write python program to solve 8 puzzle problem using A\* algorithm [10 marks]

import heapq

class PuzzleNode:

def \_\_init\_\_(self, state, parent=None, action=None, cost=0, heuristic=0):

self.state = state

self.parent = parent

self.action = action

self.cost = cost

self.heuristic = heuristic

def \_\_lt\_\_(self, other):

return (self.cost + self.heuristic) < (other.cost + other.heuristic)

def print\_puzzle(state):

for i in range(3):

for j in range(3):

print(state[i \* 3 + j], end=" ")

print()

def find\_blank(state):

return state.index(0)

def is\_goal\_state(state):

return state == [0, 1, 2, 3, 4, 5, 6, 7, 8]

def get\_neighbors(state):

blank\_index = find\_blank(state)

neighbors = []

# Move blank space left

if blank\_index % 3 != 0:

new\_state = state[:]

new\_state[blank\_index], new\_state[blank\_index - 1] = new\_state[blank\_index - 1], new\_state[blank\_index]

neighbors.append(new\_state)

# Move blank space right

if blank\_index % 3 != 2:

new\_state = state[:]

new\_state[blank\_index], new\_state[blank\_index + 1] = new\_state[blank\_index + 1], new\_state[blank\_index]

neighbors.append(new\_state)

# Move blank space up

if blank\_index >= 3:

new\_state = state[:]

new\_state[blank\_index], new\_state[blank\_index - 3] = new\_state[blank\_index - 3], new\_state[blank\_index]

neighbors.append(new\_state)

# Move blank space down

if blank\_index < 6:

new\_state = state[:]

new\_state[blank\_index], new\_state[blank\_index + 3] = new\_state[blank\_index + 3], new\_state[blank\_index]

neighbors.append(new\_state)

return neighbors

def manhattan\_distance(state):

distance = 0

for i in range(3):

for j in range(3):

value = state[i \* 3 + j]

if value != 0:

goal\_row, goal\_col = divmod(value - 1, 3)

distance += abs(i - goal\_row) + abs(j - goal\_col)

return distance

def solve\_8\_puzzle(initial\_state):

start\_node = PuzzleNode(initial\_state, None, None, 0, manhattan\_distance(initial\_state))

priority\_queue = [start\_node]

while priority\_queue:

current\_node = heapq.heappop(priority\_queue)

if is\_goal\_state(current\_node.state):

path = []

while current\_node.parent is not None:

path.append(current\_node.state)

current\_node = current\_node.parent

path.append(current\_node.state)

return reversed(path)

for neighbor\_state in get\_neighbors(current\_node.state):

neighbor\_node = PuzzleNode(

neighbor\_state,

current\_node,

None, # Action not needed for 8-puzzle

current\_node.cost + 1,

manhattan\_distance(neighbor\_state)

)

heapq.heappush(priority\_queue, neighbor\_node)

return None

def main():

# Example initial state

initial\_state = [1, 2, 3, 4, 5, 6, 0, 7, 8]

print("Initial State:")

print\_puzzle(initial\_state)

solution = solve\_8\_puzzle(initial\_state)

if solution:

print("\nSolution:")

for step, state in enumerate(solution):

print(f"Step {step + 1}:")

print\_puzzle(state)

else:

print("\nNo solution found.")

if \_\_name\_\_ == "\_\_main\_\_":

main()

Output:

![](data:image/png;base64,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)

Q.2) Write a Python program to solve water jug problem. 2 jugs with capacity 5 gallon and 7 gallon are given with unlimited water supply respectively. The target to achieve is 4 gallon of water in second jug. [ 15 Marks ]

**from** collections **import** deque

*# Function to check if a state has been visited before*

**def** is\_visited(visited, state):

**return** visited**.**get(state, **False**)

*# Function to mark a state as visited*

**def** mark\_visited(visited, state):

visited[state] **=** **True**

*# Function to implement the BFS solution to the Water Jug Problem*

**def** water\_jug\_bfs(jug1\_capacity, jug2\_capacity, target):

*# Queue to store the states (jug1, jug2) and the operations taken*

queue **=** deque()

visited **=** {} *# Dictionary to keep track of visited states*

*# Initial state (both jugs empty)*

initial\_state **=** (0, 0)

queue**.**append((initial\_state, []))

mark\_visited(visited, initial\_state)

**while** queue:

*# Get the current state and the list of operations taken to reach it*

(jug1, jug2), operations **=** queue**.**popleft()

*# If the target is reached in either jug, return the operations*

**if** jug1 **==** target **or** jug2 **==** target:

**return** operations

*# Possible operations from the current state*

possible\_operations **=** [

((jug1\_capacity, jug2), "Fill Jug1"), *# Fill Jug1*

((jug1, jug2\_capacity), "Fill Jug2"), *# Fill Jug2*

((0, jug2), "Empty Jug1"), *# Empty Jug1*

((jug1, 0), "Empty Jug2"), *# Empty Jug2*

((min(jug1 **+** jug2, jug1\_capacity), max(0, jug2 **-** (jug1\_capacity **-** jug1))), "Pour Jug2 to Jug1"), *# Pour Jug2 to Jug1*

((max(0, jug1 **-** (jug2\_capacity **-** jug2)), min(jug1 **+** jug2, jug2\_capacity)), "Pour Jug1 to Jug2") *# Pour Jug1 to Jug2*

]

*# Process each possible operation*

**for** new\_state, operation **in** possible\_operations:

**if** **not** is\_visited(visited, new\_state):

mark\_visited(visited, new\_state)

queue**.**append((new\_state, operations **+** [operation]))

*# If no solution is found, return None*

**return** **None**

*# Driver code*

**def** solve\_water\_jug\_problem(jug1\_capacity, jug2\_capacity, target):

result **=** water\_jug\_bfs(jug1\_capacity, jug2\_capacity, target)

**if** result:

print("Steps to achieve the target:")

**for** step **in** result:

print(step)

**else**:

print("No solution exists.")

*# Example usage:*

solve\_water\_jug\_problem(4, 3, 2)

**Output:**

Steps to achieve the target:

Fill Jug2

Pour Jug2 to Jug1

Fill Jug2

Pour Jug2 to Jug1

**Slip 10:**

Q.1) Write Python program to implement crypt arithmetic problem TWO+TWO=FOUR [ 10 Marks ]

from itertools import permutations

def is\_valid\_assignment(assignment):

t, w, o, f, u, r = assignment

return 2 \* (100 \* t + 10 \* w + o) == 1000 \* f + 100 \* o + 10 \* u + r

def solve\_cryptarithmetic():

for permutation in permutations(range(10), 6):

assignment = tuple(permutation)

if assignment[0] != 0: # Ensure that T and F are not assigned 0

if is\_valid\_assignment(assignment):

return assignment

return None

def print\_solution(assignment):

t, w, o, f, u, r = assignment

print(f"T = {t}")

print(f"W = {w}")

print(f"O = {o}")

print(f"F = {f}")

print(f"U = {u}")

print(f"R = {r}")

def main():

solution = solve\_cryptarithmetic()

if solution:

print("Cryptarithmetic Puzzle Solved:")

print\_solution(solution)

else:

print("No solution found.")

if \_\_name\_\_ == "\_\_main\_\_":

main()

Output:

Cryptarithmetic Puzzle Solved:

T = 1

W = 3

O = 2

F = 0

U = 6

R = 4

Q.2) Write a Python program to implement Simple Chatbot. [ 20 Marks ]

import random

def simple\_chatbot(user\_input):

greetings = ["hello", "hi", "hey", "greetings", "howdy"]

goodbyes = ["bye", "goodbye", "see you", "farewell"]

questions = ["how are you", "what's your name", "how's the weather", "tell me a joke"]

user\_input = user\_input.lower()

if any(greeting in user\_input for greeting in greetings):

return "Hello! How can I help you?"

elif any(goodbye in user\_input for goodbye in goodbyes):

return "Goodbye! Have a great day."

elif any(question in user\_input for question in questions):

return respond\_to\_question(user\_input)

else:

return "I'm sorry, I didn't understand that. Can you please rephrase?"

def respond\_to\_question(question):

if "how are you" in question:

return "I'm just a chatbot, but I'm doing well. Thanks for asking!"

elif "what's your name" in question:

return "I'm a simple chatbot. You can call me ChatBot."

elif "how's the weather" in question:

return "I'm sorry, I don't have real-time weather information. You can check a weather website."

elif "tell me a joke" in question:

jokes = ["Why did the computer go to therapy? It had too many bytes of emotional baggage!",

"Why don't scientists trust atoms? Because they make up everything!"]

return random.choice(jokes)

else:

return "I'm not sure how to respond to that. Ask me something else!"

def main():

print("Simple Chatbot: Hi there! Ask me anything or just say hello. Type 'exit' to end the conversation.")

while True:

user\_input = input("You: ")

if user\_input.lower() == 'exit':

print("Simple Chatbot: Goodbye!")

break

response = simple\_chatbot(user\_input)

print("Simple Chatbot:", response)

if \_\_name\_\_ == "\_\_main\_\_":

main()

**Output:**

Simple Chatbot: Hi there! Ask me anything or just say hello. Type 'exit' to end the conversation.

You: How are you?

Simple Chatbot: I'm just a chatbot, but I'm doing well. Thanks for asking!

You: What is your name?

Simple Chatbot: I'm sorry, I didn't understand that. Can you please rephrase?

You:

**Slip 11**

Q.1) Write a python program using mean end analysis algorithm problem of transforming a string of lowercase letters into another string. [ 10 Marks ]

def mean\_end\_analysis(initial, goal):

current\_state = list(initial)

goal\_state = list(goal)

steps = []

while current\_state != goal\_state:

for i in range(len(current\_state)):

if current\_state[i] != goal\_state[i]:

steps.append(f"Change {current\_state[i]} to {goal\_state[i]} at position {i + 1}")

current\_state[i] = goal\_state[i]

return steps

def main():

initial\_string = input("Enter the initial string: ").lower()

goal\_string = input("Enter the goal string: ").lower()

if len(initial\_string) != len(goal\_string):

print("Error: The lengths of the initial and goal strings should be the same.")

return

transformation\_steps = mean\_end\_analysis(initial\_string, goal\_string)

if transformation\_steps:

print("\nTransformation Steps:")

for step in transformation\_steps:

print(step)

else:

print("\nThe strings are already the same.")

if \_\_name\_\_ == "\_\_main\_\_":

main()

Output:
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Q.2) Write a Python program to solve water jug problem. Two jugs with capacity 4 gallon and 3 gallon are given with unlimited water supply respectively. The target is to achieve 2 gallon of water in second jug. [ 20 Marks ]

**from** collections **import** deque

*# Function to check if a state has been visited before*

**def** is\_visited(visited, state):

**return** visited**.**get(state, **False**)

*# Function to mark a state as visited*

**def** mark\_visited(visited, state):

visited[state] **=** **True**

*# Function to implement the BFS solution to the Water Jug Problem*

**def** water\_jug\_bfs(jug1\_capacity, jug2\_capacity, target):

*# Queue to store the states (jug1, jug2) and the operations taken*

queue **=** deque()

visited **=** {} *# Dictionary to keep track of visited states*

*# Initial state (both jugs empty)*

initial\_state **=** (0, 0)

queue**.**append((initial\_state, []))

mark\_visited(visited, initial\_state)

**while** queue:

*# Get the current state and the list of operations taken to reach it*

(jug1, jug2), operations **=** queue**.**popleft()

*# If the target is reached in either jug, return the operations*

**if** jug1 **==** target **or** jug2 **==** target:

**return** operations

*# Possible operations from the current state*

possible\_operations **=** [

((jug1\_capacity, jug2), "Fill Jug1"), *# Fill Jug1*

((jug1, jug2\_capacity), "Fill Jug2"), *# Fill Jug2*

((0, jug2), "Empty Jug1"), *# Empty Jug1*

((jug1, 0), "Empty Jug2"), *# Empty Jug2*

((min(jug1 **+** jug2, jug1\_capacity), max(0, jug2 **-** (jug1\_capacity **-** jug1))), "Pour Jug2 to Jug1"), *# Pour Jug2 to Jug1*

((max(0, jug1 **-** (jug2\_capacity **-** jug2)), min(jug1 **+** jug2, jug2\_capacity)), "Pour Jug1 to Jug2") *# Pour Jug1 to Jug2*

]

*# Process each possible operation*

**for** new\_state, operation **in** possible\_operations:

**if** **not** is\_visited(visited, new\_state):

mark\_visited(visited, new\_state)

queue**.**append((new\_state, operations **+** [operation]))

*# If no solution is found, return None*

**return** **None**

*# Driver code*

**def** solve\_water\_jug\_problem(jug1\_capacity, jug2\_capacity, target):

result **=** water\_jug\_bfs(jug1\_capacity, jug2\_capacity, target)

**if** result:

print("Steps to achieve the target:")

**for** step **in** result:

print(step)

**else**:

print("No solution exists.")

*# Example usage:*

solve\_water\_jug\_problem(4, 3, 2)

Output: Steps to achieve the target:

Fill Jug2

Pour Jug2 to Jug1

Fill Jug2

Pour Jug2 to Jug1

**Slip 12:**

Q.1) Write a python program to generate Calendar for the given month and year?. [ 10Marks ]

**import calendar**

**def generate\_calendar(year, month):**

**# Create a TextCalendar instance**

**cal = calendar.TextCalendar(calendar.SUNDAY)**

**# Generate the calendar for the given month and year**

**calendar\_text = cal.formatmonth(year, month)**

**# Print the calendar**

**print(calendar\_text)**

**# Get user input for the year and month**

**year = int(input("Enter the year: "))**

**month = int(input("Enter the month (1-12): "))**

**# Generate and print the calendar**

**generate\_calendar(year, month)**
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Q.2) Write a Python program to simulate 4-Queens problem. [ 20Marks ]

def is\_safe(board, row, col):

# Check if there is a queen in the same column

for i in range(row):

if board[i] == col or board[i] - i == col - row or board[i] + i == col + row:

return False

return True

def print\_solution(board):

for row in range(len(board)):

line = ""

for col in range(len(board)):

line += "Q" if board[row] == col else "."

print(line)

print()

def solve\_n\_queens\_util(board, row):

if row == len(board):

print\_solution(board)

return

for col in range(len(board)):

if is\_safe(board, row, col):

board[row] = col

solve\_n\_queens\_util(board, row + 1)

board[row] = -1

def solve\_n\_queens(n):

board = [-1] \* n

solve\_n\_queens\_util(board, 0)

def main():

n = 4 # Change this to the desired number of queens

print(f"Solving {n}-Queens problem:\n")

solve\_n\_queens(n)

if \_\_name\_\_ == "\_\_main\_\_":

main()

**Output:**
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**Slip 13:**

Q.1Write a Python program to implement Mini-Max Algorithm. [ 10 Marks ]

def print\_board(board):

for row in board:

print(" ".join(row))

print()

def evaluate(board):

# Check rows, columns, and diagonals for a win

for row in board:

if all(cell == row[0] and cell != ' ' for cell in row):

return 1 if row[0] == 'X' else -1

for col in range(3):

if all(board[row][col] == board[0][col] and board[row][col] != ' ' for row in range(3)):

return 1 if board[0][col] == 'X' else -1

if all(board[i][i] == board[0][0] and board[i][i] != ' ' for i in range(3)):

return 1 if board[0][0] == 'X' else -1

if all(board[i][2 - i] == board[0][2] and board[i][2 - i] != ' ' for i in range(3)):

return 1 if board[0][2] == 'X' else -1

return 0 # No winner

def is\_full(board):

return all(cell != ' ' for row in board for cell in row)

def get\_empty\_cells(board):

return [(i, j) for i in range(3) for j in range(3) if board[i][j] == ' ']

def mini\_max(board, depth, is\_maximizing):

score = evaluate(board)

if score == 1:

return score - depth

if score == -1:

return score + depth

if is\_full(board):

return 0

if is\_maximizing:

max\_eval = float('-inf')

for i, j in get\_empty\_cells(board):

board[i][j] = 'X'

eval = mini\_max(board, depth + 1, False)

board[i][j] = ' '

max\_eval = max(max\_eval, eval)

return max\_eval

else:

min\_eval = float('inf')

for i, j in get\_empty\_cells(board):

board[i][j] = 'O'

eval = mini\_max(board, depth + 1, True)

board[i][j] = ' '

min\_eval = min(min\_eval, eval)

return min\_eval

def find\_best\_move(board):

best\_val = float('-inf')

best\_move = (-1, -1)

for i, j in get\_empty\_cells(board):

board[i][j] = 'X'

move\_val = mini\_max(board, 0, False)

board[i][j] = ' '

if move\_val > best\_val:

best\_move = (i, j)

best\_val = move\_val

return best\_move

def main():

board = [[' ' for \_ in range(3)] for \_ in range(3)]

while True:

print\_board(board)

# Player's move

row = int(input("Enter row (0, 1, or 2): "))

col = int(input("Enter column (0, 1, or 2): "))

if board[row][col] != ' ':

print("Cell already taken. Try again.")

continue

board[row][col] = 'O'

# Check for player win

if evaluate(board) == -1:

print\_board(board)

print("You win!")

break

# Check for a draw

if is\_full(board):

print\_board(board)

print("It's a draw!")

break

# AI's move

print("AI's move:")

ai\_row, ai\_col = find\_best\_move(board)

board[ai\_row][ai\_col] = 'X'

# Check for AI win

if evaluate(board) == 1:

print\_board(board)

print("AI wins!")

break

# Check for a draw

if is\_full(board):

print\_board(board)

print("It's a draw!")

break

if \_\_name\_\_ == "\_\_main\_\_":

main()

**Output:**

Enter row (0, 1, or 2): 2

Enter column (0, 1, or 2): 2

AI's move:

X

O

Q.2) Write a Python program to simulate 8-Queens problem. [ 20 Marks]

def is\_safe(board, row, col):

# Check if there is a queen in the same row

if any(board[row][c] == 1 for c in range(col)):

return False

# Check upper diagonal on the left side

if any(board[i][j] == 1 for i, j in zip(range(row, -1, -1), range(col, -1, -1))):

return False

# Check lower diagonal on the left side

if any(board[i][j] == 1 for i, j in zip(range(row, len(board), 1), range(col, -1, -1))):

return False

return True

def print\_solution(board):

for row in board:

print(" ".join("Q" if cell == 1 else "." for cell in row))

print()

def solve\_n\_queens\_util(board, col):

if col == len(board):

print\_solution(board)

return

for row in range(len(board)):

if is\_safe(board, row, col):

board[row][col] = 1

solve\_n\_queens\_util(board, col + 1)

board[row][col] = 0

def solve\_n\_queens(n):

board = [[0 for \_ in range(n)] for \_ in range(n)]

solve\_n\_queens\_util(board, 0)

def main():

n = 8 # Change this to the desired number of queens

print(f"Solving {n}-Queens problem:\n")

solve\_n\_queens(n)

if \_\_name\_\_ == "\_\_main\_\_":

main()

Output:

Solving 8-Queens problem:

Q . . . . . . .

. . . . . . Q .

. . . . Q . . .

. . . . . . . Q

. Q . . . . . .

. . . Q . . . .

. . . . . Q . .

. . Q . . . . .

**Slip 14:**

Q.1) Write a python program to sort the sentence in alphabetical order? [ 10Marks ]

def sort\_sentence(sentence):

words = sentence.split()

sorted\_words = sorted(words)

sorted\_sentence = " ".join(sorted\_words)

return sorted\_sentence

def main():

input\_sentence = input("Enter a sentence: ")

sorted\_sentence = sort\_sentence(input\_sentence)

print("\nSorted Sentence:")

print(sorted\_sentence)

if \_\_name\_\_ == "\_\_main\_\_":

main()

Output:

Enter a sentence: These are AI solutions

Sorted Sentence:

AI These are solutions

Q.2) Write a Python program to simulate n-Queens problem. [ 20Marks ]

def is\_safe(board, row, col, n):

# Check if there is a queen in the same row

if any(board[row][c] == 1 for c in range(col)):

return False

# Check upper diagonal on the left side

if any(board[i][j] == 1 for i, j in zip(range(row, -1, -1), range(col, -1, -1))):

return False

# Check lower diagonal on the left side

if any(board[i][j] == 1 for i, j in zip(range(row, n, 1), range(col, -1, -1))):

return False

return True

def print\_solution(board):

for row in board:

print(" ".join("Q" if cell == 1 else "." for cell in row))

print()

def solve\_n\_queens\_util(board, col, n):

if col == n:

print\_solution(board)

return

for row in range(n):

if is\_safe(board, row, col, n):

board[row][col] = 1

solve\_n\_queens\_util(board, col + 1, n)

board[row][col] = 0

def solve\_n\_queens(n):

board = [[0 for \_ in range(n)] for \_ in range(n)]

solve\_n\_queens\_util(board, 0, n)

def main():

n = int(input("Enter the number of queens (n): "))

print(f"\nSolving {n}-Queens problem:\n")

solve\_n\_queens(n)

if \_\_name\_\_ == "\_\_main\_\_":

main()

**Slip 15**

Q.1) Write a Program to Implement Monkey Banana Problem using Python [ 10 Marks ]

from queue import Queue

def monkey\_banana\_problem(room):

rows, cols = len(room), len(room[0])

# Find the initial position of the monkey and bananas

for i in range(rows):

for j in range(cols):

if room[i][j] == 'M':

monkey\_start = (i, j)

elif room[i][j] == 'B':

banana\_position = (i, j)

# Define possible moves: up, down, left, right

moves = [(-1, 0), (1, 0), (0, -1), (0, 1)]

# Initialize the visited set to keep track of visited cells

visited = set()

# Initialize the queue for BFS

queue = Queue()

queue.put((monkey\_start, 0)) # Tuple of (current position, time taken)

while not queue.empty():

current\_position, time\_taken = queue.get()

x, y = current\_position

# Check if the monkey has reached the bananas

if current\_position == banana\_position:

return time\_taken

# Explore neighboring cells

for move in moves:

new\_x, new\_y = x + move[0], y + move[1]

# Check if the new position is within bounds and not a wall

if 0 <= new\_x < rows and 0 <= new\_y < cols and room[new\_x][new\_y] != 'W' and (new\_x, new\_y) not in visited:

queue.put(((new\_x, new\_y), time\_taken + 1))

visited.add((new\_x, new\_y))

# If the monkey cannot reach the bananas

return -1

def main():

# Example room layout (M for Monkey, B for Banana, W for Wall, and . for empty cell)

room = [

['M', '.', '.', 'W', 'B'],

['.', 'W', '.', '.', '.'],

['.', '.', '.', 'W', '.'],

['.', '.', '.', '.', '.']

]

time\_taken = monkey\_banana\_problem(room)

if time\_taken != -1:

print(f"The monkey can reach the bananas in {time\_taken} units of time.")

else:

print("The monkey cannot reach the bananas.")

if \_\_name\_\_ == "\_\_main\_\_":

main()

**Output:**

The monkey can reach the bananas in 6 units of time.

![](data:image/png;base64,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)

class Node:

def \_\_init\_\_(self, name):

self.name = name

self.children = []

def add\_child(self, child):

self.children.append(child)

def iterative\_deepening\_dfs(root, goal):

depth\_limit = 0

while True:

result = depth\_limited\_dfs(root, goal, depth\_limit)

if result == goal:

return result

depth\_limit += 1

def depth\_limited\_dfs(node, goal, depth\_limit):

return recursive\_dls(node, goal, depth\_limit, 0)

def recursive\_dls(node, goal, depth\_limit, current\_depth):

if current\_depth > depth\_limit:

return None

if node.name == goal:

return node.name

for child in node.children:

result = recursive\_dls(child, goal, depth\_limit, current\_depth + 1)

if result:

return result

return None

def build\_sample\_tree():

# Building a sample tree

A = Node('A')

B = Node('B')

C = Node('C')

D = Node('D')

E = Node('E')

F = Node('F')

G = Node('G')

H = Node('H')

I = Node('I')

K = Node('K')

A.add\_child(B)

A.add\_child(C)

B.add\_child(D)

B.add\_child(E)

C.add\_child(F)

C.add\_child(G)

D.add\_child(H)

D.add\_child(I)

F.add\_child(K)

return A # The root node

def main():

root = build\_sample\_tree()

goal\_node = 'G'

result = iterative\_deepening\_dfs(root, goal\_node)

if result:

print(f"Goal node '{goal\_node}' found!")

else:

print(f"Goal node '{goal\_node}' not found.")

if \_\_name\_\_ == "\_\_main\_\_":

main()

**Output:**

Goal node 'G' found!

**Slip 18**

2) Implement a system that performs arrangement of some set of objects in a room. Assume that you have only 5 rectangular, 4 square-shaped objects. Use A\* approach for the placement of the objects in room for efficient space utilisation. Assume suitable heuristic, and dimensions of objects and rooms. (Informed Search)

import heapq

class Object:

def \_\_init\_\_(self, name, width, height):

self.name = name

self.width = width

self.height = height

class Room:

def \_\_init\_\_(self, width, height):

self.width = width

self.height = height

class State:

def \_\_init\_\_(self, room, objects):

self.room = room

self.objects = objects

def \_\_lt\_\_(self, other):

return self.cost() < other.cost()

def cost(self):

# A\* cost function (heuristic + cost from start)

return self.heuristic() + len(self.objects)

def heuristic(self):

# Simple heuristic: total area of remaining empty space

used\_area = sum(obj.width \* obj.height for obj in self.objects)

empty\_area = max(0, self.room.width \* self.room.height - used\_area)

return empty\_area

def is\_valid(state):

# Check if the state is valid (objects do not overlap and fit in the room)

occupied\_area = set()

for obj in state.objects:

for i in range(obj.width):

for j in range(obj.height):

if (i + obj.x, j + obj.y) in occupied\_area:

return False

occupied\_area.add((i + obj.x, j + obj.y))

return True

def get\_actions(state):

# Generate possible actions (move and rotate objects)

actions = []

for obj in state.objects:

for dx in range(-obj.width + 1, state.room.width):

for dy in range(-obj.height + 1, state.room.height):

new\_obj = Object(obj.name, obj.width, obj.height)

new\_obj.x, new\_obj.y = dx, dy

new\_objects = [o if o.name != obj.name else new\_obj for o in state.objects]

new\_state = State(state.room, new\_objects)

if is\_valid(new\_state):

actions.append(new\_state)

# Rotate the object

new\_obj = Object(obj.name, obj.height, obj.width)

new\_objects = [o if o.name != obj.name else new\_obj for o in state.objects]

new\_state = State(state.room, new\_objects)

if is\_valid(new\_state):

actions.append(new\_state)

return actions

def a\_star\_search(initial\_state):

heap = [initial\_state]

visited = set()

while heap:

current\_state = heapq.heappop(heap)

if current\_state.heuristic() == 0:

return current\_state # Goal state reached

visited.add(tuple(current\_state.objects))

for action in get\_actions(current\_state):

if tuple(action.objects) not in visited:

heapq.heappush(heap, action)

return None # No solution found

def main():

# Define the room and objects

room = Room(width=10, height=10)

rectangular\_objects = [Object("R1", 2, 4), Object("R2", 3, 5), Object("R3", 2, 3), Object("R4", 4, 2), Object("R5", 3, 3)]

square\_objects = [Object("S1", 2, 2), Object("S2", 3, 3), Object("S3", 4, 4), Object("S4", 2, 2)]

initial\_state = State(room, rectangular\_objects + square\_objects)

result\_state = a\_star\_search(initial\_state)

if result\_state:

print("Arrangement found:")

for obj in result\_state.objects:

print(f"{obj.name} at position ({obj.x}, {obj.y})")

else:

print("No valid arrangement found.")

if \_\_name\_\_ == "\_\_main\_\_":

main()

**Slip 20:**

Q.1) Build a bot which provides all the information related to you in college [ 10Marks ]

This example assumes a static dataset for simplicity, but in a real-world scenario, you might need to connect to databases, APIs, or other data sources.

First, you would need to install Flask if you haven't already:

pip install flask

Now, you can create a simple Flask app for your college bot:

from flask import Flask, request

app = Flask(\_\_name\_\_)

# Mock data (replace with real data or connect to databases/APIs)

college\_information = {

"name": "Your College",

"location": "City, Country",

"established\_year": 2000,

"programs": ["Computer Science", "Business Administration", "Engineering"],

"facilities": ["Library", "Sports Complex", "Cafeteria"],

}

@app.route('/')

def home():

return "Welcome to the College Bot! Ask me anything about your college."

@app.route('/college\_info', methods=['POST'])

def college\_info():

data = request.json

query = data.get('query', '').lower()

if 'name' in query:

return college\_information['name']

elif 'location' in query:

return college\_information['location']

elif 'established' in query:

return str(college\_information['established\_year'])

elif 'programs' in query:

return ', '.join(college\_information['programs'])

elif 'facilities' in query:

return ', '.join(college\_information['facilities'])

else:

return "I'm sorry, I don't understand the query."

if \_\_name\_\_ == '\_\_main\_\_':

app.run(debug=True)

This simple bot provides information about the college based on certain keywords.

For example:

* Send a POST request to http://127.0.0.1:5000/college\_info with JSON data {"query": "name"} to get the college name.
* Replace "name" in the query with other keywords like "location", "established", "programs", or "facilities" to get relevant information.

**Slip 21:**

Q.2)Write a Python program for the following Cryptarithmetic problems. [ 20 Marks ]

GO + TO = OUT

from itertools import permutations

def cryptarithmetic\_puzzle\_solver():

for p in permutations(range(10), 7):

# Assigning digits to letters

g, o, t, u = p[0], p[1], p[2], p[3]

n, s = p[4], p[5]

# Avoid assignments with leading zeros

if g == 0 or t == 0 or o == 0 or u == 0 or n == 0:

continue

# Evaluating the equation

go = g \* 10 + o

to = t \* 10 + o

out = o \* 100 + u \* 10 + t

if go + to == out:

return {'G': g, 'O': o, 'T': t, 'U': u, 'N': n, 'S': s}

return None

def main():

solution = cryptarithmetic\_puzzle\_solver()

if solution:

print("Solution found:")

print(f"{solution['G']} {solution['O']} + {solution['T']} {solution['O']} = {solution['O']} {solution['U']} {solution['T']}")

else:

print("No solution found.")

if \_\_name\_\_ == "\_\_main\_\_":

main()

**Slip 23:**

Q.1) Write a Program to Implement Tower of Hanoi using Python. [ 10 Marks ]

def tower\_of\_hanoi(n, source, auxiliary, target):

if n == 1:

print(f"Move disk 1 from {source} to {target}")

return

tower\_of\_hanoi(n-1, source, target, auxiliary)

print(f"Move disk {n} from {source} to {target}")

tower\_of\_hanoi(n-1, auxiliary, source, target)

def main():

number\_of\_disks = int(input("Enter the number of disks: "))

tower\_of\_hanoi(number\_of\_disks, 'A', 'B', 'C')

if \_\_name\_\_ == "\_\_main\_\_":

main()

Q.2) Write a Python program for the following Cryptarithmetic problems SEND + MORE = MONEY

[ 20 Marks]

from itertools import permutations

def cryptarithmetic\_puzzle\_solver():

for p in permutations(range(10), 8):

# Assigning digits to letters

s, e, n, d, m, o, r, y = p

# Avoid assignments with leading zeros

if s == 0 or m == 0:

continue

# Evaluating the equation

send = s \* 1000 + e \* 100 + n \* 10 + d

more = m \* 1000 + o \* 100 + r \* 10 + e

money = m \* 10000 + o \* 1000 + n \* 100 + e \* 10 + y

if send + more == money:

return {'S': s, 'E': e, 'N': n, 'D': d, 'M': m, 'O': o, 'R': r, 'Y': y}

return None

def main():

solution = cryptarithmetic\_puzzle\_solver()

if solution:

print("Solution found:")

print(f"{solution['S']}{solution['E']}{solution['N']}{solution['D']} + "

f"{solution['M']}{solution['O']}{solution['R']}{solution['E']} = "

f"{solution['M']}{solution['O']}{solution['N']}{solution['E']}{solution['Y']}")

else:

print("No solution found.")

if \_\_name\_\_ == "\_\_main\_\_":

main()

Slip 24

Q.2) Write a Python program for the following Cryptorithmetic problems CROSS+ROADS = DANGER

from itertools import permutations

def cryptarithmetic\_puzzle\_solver():

for p in permutations(range(10), 8):

# Assigning digits to letters

c, r, o, s, a, d, n, g, e = p

# Avoid assignments with leading zeros

if c == 0 or r == 0 or d == 0:

continue

# Evaluating the equation

cross = c \* 10000 + r \* 1000 + o \* 100 + s \* 10 + s

roads = r \* 10000 + o \* 1000 + a \* 100 + d \* 10 + s

danger = d \* 100000 + a \* 10000 + n \* 1000 + g \* 100 + e \* 10 + r

if cross + roads == danger:

return {'C': c, 'R': r, 'O': o, 'S': s, 'A': a, 'D': d, 'N': n, 'G': g, 'E': e}

return None

def main():

solution = cryptarithmetic\_puzzle\_solver()

if solution:

print("Solution found:")

print(f"{solution['C']}{solution['R']}{solution['O']}{solution['S']}{solution['S']} + "

f"{solution['R']}{solution['O']}{solution['A']}{solution['D']}{solution['S']} = "

f"{solution['D']}{solution['A']}{solution['N']}{solution['G']}{solution['E']}{solution['R']}")

else:

print("No solution found.")

if \_\_name\_\_ == "\_\_main\_\_":

main()